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ABSTRACT
The management of large volumes of data has given rise to significant challenges to the entity reconciliation problem (which refers to combining data from different sources for a unified vision) due to the fact that the data are becoming more unstructured, unclean and incomplete, need to be more linked, etc. Testing the applications that implement the entity reconciliation problem is crucial to ensure both the correctness of the reconciliation process and the quality of the reconciled data. In this paper, we present a first approach, based on MDE, which allows the creation of test models for the integration testing of entity reconciliation applications.

CCS Concepts
• Software and its engineering→Software verification and validation, Model-driven software engineering • Information systems→Entity resolution
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1. INTRODUCTION
Currently, information management is critical in many aspects of our lives. However, the incorporation of information and communications technology (ICT) into everyday life causes people to experience an overload of information, also known by the term “infoxication”. This term refers to the difficulty that someone has in understanding a problem and making decisions about it because of an excess of information [25].

In the first era of ICT, the main problem that researchers had was how to find information and how to store and manage it efficiently. Currently, due to the presence of Big Data and cloud computing, the biggest problem is how to extract knowledge of the information based on the needs of each user [6]. In this sense, the problem of reconciling entities takes on a very important role.

Entity reconciliation (also called entity resolution or ER) is a fundamental problem in data integration. It refers to combining data from different sources for a unified vision or, in other words, identifying entities from the digital world that refer to the same real-world entity. It is an uncertain process because the decision to allocate a set of records with the same entity, cannot be taken with certainty, unless these records are identical in all their attributes or they have a common key [10][21]. This problem can be applied to many kinds of scenarios. An example of entity reconciliation is given in Figure 1. At left of the figure, there are two different data sources with information related to the names of the authors of this paper. In each data source, the signatures are different, but they are related to the same authors. Due to the reconciliation of the entities stored in each data source, we can obtain a simpler model where the information of each entity is stored in just one database.

While this problem is not new, the management of large volumes of data presents new challenges and the necessity of carrying out a high quality reconciliation of entities is growing in the era of Big Data [6][8]. In [11], the authors expose some of the main challenges of entity reconciliation in the Big Data environment such as: data heterogeneity, it is becoming more common that data are unstructured, unclean or incomplete and also there are diverse data types; data more linked, where it is expressed the necessity of inferring relationships; multi-relational data, dealing with the structure of entities; and building multi-domain systems, trying to customize methods that span across domains. In the literature it is possible to find a wide variety of approaches to try to solve the problem of reconciliation of entities, such as: deterministic rule-based methods [14][9][2], probabilistic-based methods [24][20][7], and learning-based [17][5] and graph-based methods[13][21][22].

Due to the important challenges of the ER problem, it is crucial to test the operations designed to carry out the reconciliations and the applications that implement them in order to ensure both the correctness of the reconciliation and the high quality of the reconciled data.

In this paper, we propose an approach based on the Model-Driven Engineering (MDE) paradigm for testing applications that implement ER problems. The approach relies on the ER problem specification and the conceptual data models of the sources and the solution to be achieved in order to define test models composed of a set of business rules, which specify the system requirements. From these business rules, the situations of interest to be tested (test requirements) that guide the generation of the test cases can be automatically derived.

MDE [18] emerged to address the complexity of software systems and to express the concepts of the problem domain in an effective way. In this vein, the basic principle of MDE is "Everything is a model" [1]. The main idea of the MDE is to use a set of models to decrease the level of abstraction. Thus, in the early stages of development, models are more abstract than in the final stages where the models are much closer to implementation. One of the advantages of MDE is its support for automation, as the models can be automatically transformed from the early stages of development to the final stages. Therefore, MDE allows automating the tasks involved in a software development, such as the testing tasks.

The main contributions of this work are:
• The definition of a framework that includes the integration testing process into the entity reconciliation process.
• The definition of a test model that represents the testing objectives as business rules, which can be used to automatically derive the test requirements.

The remainder of this paper is organized as follow: Section 2 presents the problem approach. Section 3 describes the testing metamodel for the entity reconciliation, which is still in-progress. The paper ends with conclusions and a summary of future works.

The wide variety of existing algorithms, for example: Dijkstra, A*, Kruskal, etc. offer great flexibility in different situations. Theoretically, graphs can be displayed in two ways: explicit and implicit. An explicit graph is a collection of items (vertexes and edges) that can be stored in memory, which means that each vertex and each edge of the graph can be completely stored in memory. An implicit (or virtual) graph is a graph that cannot be completely stored in memory for various reasons, such as size or hardware limitations [15].

Thus, a virtual graph is the data structure defined for representing the information that forms the solution of the entity reconciliation process. With this technology, we have the possibility of building the structure on the fly. This lets us build different solutions to address many scenarios within a business logic where the predefined data model cannot meet the extensibility or availability of the required data sources.

Figure 2 depicts the architecture of our proposal, which allows the user to create models to address the entity reconciliation and to lead the testing of this process. The four pillars of this architecture are the following metamodels:

- **Virtual Graph metamodel**: allows the user to design the conceptual data model that represents the solution to be achieved, according to the ER problem domain. This metamodel is an extended version of a graph metamodel.
- **Data Sources metamodel**: allows representing the information of the data sources to be reconciled as well as the way of accessing them. These sources can be a structured or unstructured database, a web service, a warehouse or another information generator.
- **Transformations metamodel**: represents the different transformations that the data of the sources must undergo in order to carry out the entity reconciliation and to be consistent with the data model of the solution (represented by an instantiation of the virtual graph metamodel).
- **Testing metamodel**: allows representing the testing objectives for the entity reconciliation, such that it can be determined in the early stages of the development if such reconciliation is what the user really wants to carry out and if the results obtained are the expected ones.

![Figure 1. Entity reconciliation example](image1.png)

**2. PROBLEM APPROACH**

In a previous work [6], we proposed an approach to address the problem of reconciliation of entities based on MDE and virtual graphs technology. The proposal presented in this paper extends the previous work by adding a new fundamental pillar in the reconciliation of entities: testing. We aim to ensure the quality of the entity reconciliation process that is developed.

Graph technology is a natural solution to addressing problems related to Big Data and especially for the relationships between entities. The wide variety of existing algorithms, for example: Dijkstra, A*, Kruskal, etc. offer great flexibility in different situations. Theoretically, graphs can be displayed in two ways: explicit and implicit. An explicit graph is a collection of items (vertexes and edges) that can be stored in memory, which means that each vertex and each edge of the graph can be completely stored in memory. An implicit (or virtual) graph is a graph that cannot be completely stored in memory for various reasons, such as size or hardware limitations [15].

Thus, a virtual graph is the data structure defined for representing the information that forms the solution of the entity reconciliation process. With this technology, we have the possibility of building the structure on the fly. This lets us build different solutions to address many scenarios within a business logic where the predefined data model cannot meet the extensibility or availability of the required data sources.

Figure 2 depicts the architecture of our proposal, which allows the user to create models to address the entity reconciliation and to lead the testing of this process. The four pillars of this architecture are the following metamodels:

- **Virtual Graph metamodel**: allows the user to design the conceptual data model that represents the solution to be achieved, according to the ER problem domain. This metamodel is an extended version of a graph metamodel.
- **Data Sources metamodel**: allows representing the information of the data sources to be reconciled as well as the way of accessing them. These sources can be a structured or unstructured database, a web service, a warehouse or another information generator.
- **Transformations metamodel**: represents the different transformations that the data of the sources must undergo in order to carry out the entity reconciliation and to be consistent with the data model of the solution (represented by an instantiation of the virtual graph metamodel).
- **Testing metamodel**: allows representing the testing objectives for the entity reconciliation, such that it can be determined in the early stages of the development if such reconciliation is what the user really wants to carry out and if the results obtained are the expected ones.

![Figure 2. Architecture of the proposal](image2.png)

**3. TESTING METAMODEL FOR THE ENTITY RECONCILIATION**

Our approach allows the creation of test models for integration testing, which represent the testing objectives from the entity reconciliation specification and the conceptual data models of both the data sources to be reconciled and the solution to be achieved. These test models are composed of several business rules. The business rules are statements that define or constrain the business structure or the business behaviour [12], and have been used in other approaches focused on testing database applications [3], [23].

The business rules of our approach, called integration rules, impose conditions on: (1) the structure of the solution, (2) the data that address the reconciliation process, (3) the data that constitute the solution, and (4) the business logic of the reconciliation process. The elements of an integration rule are depicted in the metamodel of Figure 3.

The data sources to be reconciled and the solution to be achieved can have different types of entities and several entities of each of them. For example, in the relational data models, the different types
of entities correspond to different tables and the entities of a specific type correspond to the tuples of a table. In the graph data models, the different types of entities correspond to different types of nodes and an entity corresponds to a specific node. When an integration rule is defined, it is necessary to specify the set of entities and relationships that are affected by the conditions that the rule imposes, which constitute its reconciliation scope. This scope is called integration context and it is represented by the metaclass IntegrationContext.

In our work-in-progress we distinguish two main types of integration rules:

- **Structural rules** (represented by the metaclass Structural) constrain the structure of the solution to be achieved and impose conditions to identify the entities and relationships of the data sources that derive the new entities and relationships to be included in the solution.

- **Load rules** (represented by the metaclass Load) establish conditions to be fulfilled by the attributes of the entities that constitute the solution, regarding the values of some specific attributes of the data sources involved in the reconciliation process. They also can impose pre-conditions on the attributes of the data source that must be fulfilled to load new data into the solution.

To derive the test requirements from an integration rule, we apply the MCDC criterion [4] over the conditions imposed by the integration context and the structural/load rule. This coverage criterion has demonstrated its utility in previous work, such as [19] (for testing SQL queries) and [3] (for testing the user-database interaction). To automatically apply this criterion and check the test coverage, both integration rules and test requirements can be transformed into an executable representation [3]. For the example of Figure 4, some test requirements are:

1. Both “Organization” and “Acronym” have a value in the source entities reconciled in an entity of the solution.

2. “Organization” does not have a value and “Acronym” has a value in the source entities reconciled in an entity of the solution.

3. An entity of the solution has been obtained only from an entity of DS1 and “Acronym” has a value.

The test case that covers the previous test requirements is composed of a set of entities stored in the virtual graph that represents the solution and a set of entities stored in each data source. The entities shown in the rows 1, 2 and 3 of Table 1 cover the test requirements 1, 2 and 3, respectively. Thus, it is possible to test whether the application correctly implements the prioritization of the attribute.

![Figure 3. Testing metamodel](image)

We are working on the definition of several types of structural rules, considering the structural elements of the solution (entities and relationships), and also on several types of load rules, taking into account different patterns that can be used to constrain the values of the attributes in the solutions and the pre-conditions.

After defining the integration rules that constitute the test model, test selection criteria can be applied over the conditions imposed by the integration rules to derive the situations of interest to be tested (the test requirements). Then, these test requirements are used to guide the generation of the test cases. To automate these processes, transformations guided by some test selection criterion and transformations guided by a test generation technique must be defined, respectively.

Consider Figure 1 to illustrate the process of defining the integration rules and deriving the test requirements and the test cases. The structural rules impose conditions to unify the entities according to a specific degree of similarity (for example, the entities “J.G. Enríquez” and “Jose G. Enriquez” are unified into the entity “J.G. Enríquez”). They also establish conditions to create the relationships between the entities of the solution, taking into account the relationships of the data sources that relate the entities that have been reconciled (for example, the relationship between “J.G. Enríquez” and “Javier Tuya”).

An example of a load rule written in a language based on the SBVR specification [16] is depicted in Figure 4. Its goal is to specify the value of the attribute “Institution” of each entity “Researcher” included in the solution. Statements 1 to 3 specify the integration context, which is formed by the paths P1 and P2. These paths determine the entities of the data sources DS1 and DS2 that have been reconciled into the entities of the solution (see Table 1). Statements 4 and 5 specify the prioritization of the attributes “Organization” and “Acronym” and statement 6 establishes that the attribute “Institution” of each entity of the solution can only obtain its value from one of these source attributes.

![Figure 4. Example of a load rule](image)

**Table 1. Integration context of the load rule**

<table>
<thead>
<tr>
<th>Solution</th>
<th>DS1</th>
<th>DS2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>Name</td>
<td>Acronym</td>
</tr>
<tr>
<td>1</td>
<td>Raquel Blanco</td>
<td>Raquel Blanco</td>
</tr>
<tr>
<td>2</td>
<td>M.J. Escalona</td>
<td>Maria J. Escalona</td>
</tr>
<tr>
<td>3</td>
<td>F.J. Dominguez-Mayo</td>
<td>F.J. Dominguez-Mayo</td>
</tr>
<tr>
<td>5</td>
<td>Javier Tuya</td>
<td>J. Tuya</td>
</tr>
</tbody>
</table>
“Organization”. For example, a faulty implementation which does not consider that the attribute “Acronym” must be used when “Organization” has a missing value would be detected by the test case, as its outcome would produce the entities of the virtual graph “M.J. Escalona” and “F.J. Domínguez-Mayo” without a value in the attribute “Institution”, instead of the value “US”.

4. CONCLUSIONS AND FUTURE WORK

In this paper, we have presented a work-in-progress that aims to test applications that implement an entity reconciliation problem to ensure the quality of both the applications and the reconciled data. The approach allows the creation of test models for integration testing, taking into account the problem specification and the data models of the data sources and the solution. These test models are composed of several business rules, called integration rules, which can be used to automatically derive the test requirements. Besides, as the integration rules also describe the business logic of the entity reconciliation process, they can be used to partially derive the implementation of the approach.

The proposal is based on two main pillars: MDE and virtual graph. The support of automation of the MDE paradigm allows us to build very scalable solutions at a low cost, whilst the virtual graphs allow us to dynamically build the entity reconciliation solution at runtime.

Future work encompasses several avenues. On the one hand, the definition of different types of structural and load rules, and the definition of the transformations that automate the process of deriving the test requirements and the test cases. Furthermore, the extension of the testing metamodel to cover the unit testing of the transformations applied over the data to carry out the entity reconciliation. In addition, the identification of different case studies to validate the approach. At present, we are working on a real case study in collaboration with the Andalucian Institute of Historical Patrimony and Fujitsu Laboratories.
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